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# Introduction:

#### Objectives

The purpose of this lab is to help the student acquire hands on experience of developing an application using the common identity infrastructure. By the end of the lab the student will have developed an application consisting of the following components and functionality:

1. A Web UI application serving html pages, able to authenticate the user.
2. The Web UI application will use role-based access control.
3. A Web API application providing a REST interface used by the Web UI application. Access to the APIs will be restricted to authorized users.

#### Prerequisites (if applicable)

VS.NET 2019

Web browser

#### Estimated time to complete this lab

2.0h

# Exercise 1: Create a Web API application

|  |  |  |
| --- | --- | --- |
|  | **Procedure** | **Purpose** |
| 1.0 | In VS.NET 2019 create a new, empty solution. Call it AADLab. (In Create Project dialog search for ’empty solution’) | Create solution for our projects |
| 1.1 | Add a new C# ASP.NET API project (ASP.NET Core Web Application). Name project WebAPI. Click **Create**. | Initiate creation of a simple Web API application. |
| 1.2 | Select API template and press **Create** | Create a Web API project with no access control |
| 1.3 | In the Azure AAD portal blade use *App Registration* option to create a new application with display name WebAPI. Use the *Expose API* option to set the Application ID Uri to *api://webapi* and add one scope: *scope1* | Register the API in your AAD tenant |
| 1.4 | Modify the appSettings.json file to include the following section:  *"AzureAd": {*  *"Instance": "https://login.microsoftonline.com/",*  *"Domain": "<your domain>.onmicrosoft.com",*  *"TenantId": "<tenant id>",*  *"ClientId": "<application id>",*  *"Audience": "https://webapi"*  *}* | Provide AAD configuration data to your application |
| 1.5 | Use NuGet manager to add reference to Microsoft.Identity.Web | Add support for token validation functionality |
| 1.6 | Add the as first line of code in the ConfigureServices method (Startup class):  services.AddMicrosoftIdentityWebApiAuthentication(Configuration); | Inject token validation functionality into the http pipeline |

# Exercise 2 – Create a Web UI application

|  |  |  |
| --- | --- | --- |
|  | Procedure | Purpose |
| 2.1 | Add a new C# ASP.NET UI project (ASP.NET Core Web Application. Name project WebUI. Press **Create.** Select the Model-View-Controller template. Press Create | Initiate creation of a simple Web UI application. |
| 2.2 | In the Azure AAD portal blade use *App Registration* option to create a new application with display name WebUI with reply url of your newly created application. Use the *API* Permissions option to register use of the WebAPI scope1 created in the previous exercise. Add a new secret to the application. | Configure use of the OpenIDConnect/OAuth2 protocol in AAD |
| 2.3 | Modify the appsettings.json file to include the following section. Replace <> values with values from your application registration.   |  | | --- | | "AzureAd": {  "Instance": "https://login.microsoftonline.com/",  "Domain": "<tenant name>.onmicrosoft.com",  "TenantId": "<tenant id>",  "ClientId": "<application id>",  "CallbackPath": "/signin-oidc",  "RedirectUri": "https://localhost:<port>/signin-oidc",  "AadAuthorityAudience": "AzureAdMyOrg",  "EnablePiiLogging": true  } | | Use project context menu to open the secrets.json file and add the application secret created in 2.2 above as follows:   |  | | --- | | "AzureAd:ClientSecret": "<secret>" | |  | | | Provide configuration data to your application |
| 2.4 | Open the HomeController in the Web UI application and replace its Privacy method with:   |  | | --- | | public async Task<IActionResult> Privacy()  {  var client = new HttpClient();  var res = await client  .GetStringAsync("https://localhost:  <webapi port no>  /api/WeatherForecast");  return View();  } |   Replace the <webapi port no> with the port number of your WebAPI project (see it’s sslPort in launchSettings.json file). | Call Web API from the UI app |
| 2.5 | Right-click on the solution in the Solution Explorer and select Properties. Select Multiple Startup Project in the dialog and choose Start option for both projects. | Set both projects to run in debug simultaneously |
| 2.6 | Put a break on the return View() line. Press F5 and click on the Privacy option when the browser shows your page. Make sure you received a valid response. | Test initial solution, calling the API without a token. |

# Exercise 3 – Add authorization to the Web API project

|  |  |  |
| --- | --- | --- |
|  | Procedure | Purpose |
| 3.1 | Add the [Authorize] attribute in the WebAPI project’s WeatherForecastController before the class definition line.  Run your solution and select the Privacy option. You should get an Unauthorized response. | Change API to require an OAuth2 authorization token. |

# Exercise 4 – Add access token request to the WebUI project

|  |  |  |
| --- | --- | --- |
| 4.3 | Use nugget manager to add *Microsoft.Identity.Web* to the WebUI project | Add OAuth2 token acquisition toolkits |
| 4.4 | Replace Startup.ConfigureServices with the following code (from <https://github.com/Azure-Samples/active-directory-aspnetcore-webapp-openidconnect-v2/tree/master/2-WebApp-graph-user/2-1-Call-MSGraph>)   |  | | --- | | public static string[] Scopes = { "https://webapi/scope1" };  public void ConfigureServices(IServiceCollection services)  {  services.Configure<CookiePolicyOptions>(options =>  {  // This lambda determines whether user consent for non-essential cookies is needed for a given request.  options.CheckConsentNeeded = context => true;  options.MinimumSameSitePolicy = SameSiteMode.Unspecified;  // Handling SameSite cookie according to https://docs.microsoft.com/en-us/aspnet/core/security/samesite?view=aspnetcore-3.1  options.HandleSameSiteCookieCompatibility();  });  services.AddOptions();  services.AddMicrosoftIdentityWebAppAuthentication(Configuration)  .EnableTokenAcquisitionToCallDownstreamApi(Scopes)  .AddInMemoryTokenCaches();  services.AddControllersWithViews(options =>  {  var policy = new AuthorizationPolicyBuilder()  .RequireAuthenticatedUser()  .Build();  options.Filters.Add(new AuthorizeFilter(policy));  }).AddMicrosoftIdentityUI();  services.AddRazorPages();  } | | Performs authentication using Authorization Code grant, exchanges the code for an access token to WebAPI |
| 4.3 | Modify the constructor for the HomeController with the following:   |  | | --- | | ITokenAcquisition \_tokenAcquisition;  public HomeController(ITokenAcquisition tokenAcquisition)  {  \_tokenAcquisition = tokenAcquisition;  } | | Injects token acquisition functionality into the controller |
| 4.4 | Insert the following lines into the Privacy method after the line creating the HttpClient:   |  | | --- | | var token = await \_tokenAcquisition.GetAccessTokenForUserAsync(Startup.Scopes);  client.DefaultRequestHeaders.Authorization = new System.Net.Http.Headers.AuthenticationHeaderValue("Bearer", token); | | Get current access token to WebAPI, from cache or by using the refresh token. |
| 4.5 | Run both project and verify the API is being called. | Test |